**Web-Based Exploits & Injection Attacks**

**How Malware is Delivered**

* **Phishing & Social Engineering**: Trick users into installing malware.
* **Web-Based Exploits**: Malicious code that takes advantage of web application vulnerabilities.

**What Are Web-Based Exploits?**

* Cybercriminals use them to **steal sensitive information**.
* Web apps are vulnerable due to their **high user interaction and data exchange**.
* A **common attack method** is **injection attacks**.

**Injection Attacks**

* **Malicious code is inserted** into a vulnerable application.
* The app may appear **normal** while the attack runs in the background.
* **Caused by improper input validation** (e.g., unfiltered user input).

**Cross-Site Scripting (XSS) Attacks**

* A **type of injection attack** that targets websites and web apps.
* Exploits **HTML and JavaScript** to access user data.
* Can compromise **cookies, geolocation, webcams, and microphones**.

**Types of XSS Attacks**

1. **Reflected XSS**
   * Malicious script is **sent to the server and reflected back** in its response.
   * Example: A **search bar** processes an attacker's script, which is then executed in the victim's browser.
   * Delivered through **malicious links**.
2. **Stored XSS**
   * Malicious script is **directly injected into the website’s server**.
   * Affects **site elements like images and buttons** that users load.
   * Dangerous because **users are infected just by visiting the site**.
3. **DOM-Based XSS**
   * Exploits the **Document Object Model (DOM)** of a website.
   * Malicious script **exists in the web page itself** without needing a server request.
   * Example: Attackers modify **URL parameters** to inject JavaScript.

**Protecting Against XSS**

* **Validate and sanitize user input**.
* **Use security headers** like **Content Security Policy (CSP)**.
* **Escape special characters** in HTML, JavaScript, and URLs.
* **Keep web applications updated** to patch vulnerabilities.

**SQL Injection (SQLi) Attacks**

**What is SQL and Why is It Vulnerable?**

* **SQL (Structured Query Language)** is used to **interact with databases** in web applications.
* Many websites use SQL to **manage user accounts, store purchases, and display content**.
* SQL queries are **hidden** behind UI elements like **buttons and forms**.
* **If input isn’t sanitized**, attackers can **manipulate SQL queries** to extract or modify data.

**How SQL Injection Works**

* SQL injection occurs when **malicious SQL code** is inserted into an input field.
* Common targets: **Login forms, search bars, and URL parameters**.
* The database **executes unintended commands**, allowing attackers to:
  + **Steal sensitive data** (e.g., usernames, passwords, credit card info).
  + **Modify or delete database records**.
  + **Escalate privileges** to gain admin control.

**Example of SQL Injection Attack**

Imagine a **login form** that checks credentials like this:

SELECT \* FROM users WHERE username = 'input' AND password = 'input';

* If an attacker enters this in the username field:
* ' OR '1'='1'; --
* The final query becomes:
* SELECT \* FROM users WHERE username = '' OR '1'='1'; --' AND password = '';
* Since **'1'='1'** is always **true**, the attacker **bypasses authentication**.

**How to Prevent SQL Injection**

1. **Input Sanitization**
   * Ensure user input **does not contain harmful SQL characters** (e.g., ', ", ;, --).
2. **Prepared Statements & Parameterized Queries**
   * Instead of directly inserting user input, use **placeholders**:
3. SELECT \* FROM users WHERE username = ? AND password = ?;
   * This prevents **injected SQL from being executed**.
4. **Use Web Application Firewalls (WAFs)**
   * Blocks **malicious SQL injection attempts**.
5. **Limit Database Permissions**
   * Users should have **only the minimum necessary access**.
   * **Avoid using root/admin privileges** for application queries.
6. **Regular Security Testing**
   * **Penetration testing** can identify vulnerabilities before attackers exploit them.

**Prevent injection attacks**

Previously, you learned that **Structured Query Language** (SQL) is a programming language used to create, interact with, and request information from a database. SQL is one of the most common programming languages used to interact with databases because it is widely supported by a range of database products.

As you might recall, malicious **SQL injection** is a type of attack that executes unexpected queries on a database. Threat actors perform SQL injections to modify, delete, or steal information from databases. A SQL injection is a common attack vector that is used to gain unauthorized access to web applications. Due to the language's popularity with developers, SQL injections are regularly listed in the OWASP® Top 10 because developers tend to focus on making their applications work correctly rather than protecting their products from injection.

In this reading, you'll learn about SQL queries and how they are used to request information from a database. You will also learn about the three classes of SQL injection attacks used to manipulate vulnerable queries. You will also learn ways to identify when websites are vulnerable and ways to address those gaps.

**SQL queries**

Every bit of information that’s accessed online is stored in a database. A **database** is an organized collection of information or data in one place. A database can include data such as an organization's employee directory or customer payment methods. In SQL, database information is organized in tables. SQL is commonly used for retrieving, inserting, updating, or deleting information in tables using queries.

A *SQL query* is a request for data from a database. For example, a SQL query can request data from an organization's employee directory such as employee IDs, names, and job titles. A human resources application can accept an input that queries a SQL table to filter the data and locate a specific person. SQL injections can occur anywhere within a vulnerable application that can accept a SQL query.

Queries are usually initiated in places where users can input information into an application or a website via an input field. Input fields include features that accept text input such as login forms, search bars, or comment submission boxes. A SQL injection occurs when an attacker exploits input fields that aren't programmed to filter out unwanted text. SQL injections can be used to manipulate databases, steal sensitive data, or even take control of vulnerable applications.

**SQL injection categories**

There are three main categories of SQL injection:

* In-band
* Out-of-band
* Inferential

In the following sections, you'll learn that each type describes how a SQL injection is initiated and how it returns the results of the attack.

**In-band SQL injection**

In-band, or classic, SQL injection is the most common type. An in-band injection is one that uses the *same communication channel* to launch the attack and gather the results.

For example, this might occur in the search box of a retailer's website that lets customers find products to buy. If the search box is vulnerable to injection, an attacker could enter a malicious query that would be executed in the database, causing it to return sensitive information like user passwords. The data that's returned is displayed back in the search box where the attack was initiated.

**Out-of-band SQL injection**

An out-of-band injection is one that uses a *different communication channel*  to launch the attack and gather the results.

For example, an attacker could use a malicious query to create a connection between a vulnerable website and a database they control. This separate channel would allow them to bypass any security controls that are in place on the website's server, allowing them to steal sensitive data

**Note:** Out-of-band injection attacks are very uncommon because they'll only work when certain features are enabled on the target server.

**Inferential SQL injection**

Inferential SQL injection occurs when an attacker is unable to directly see the results of their attack. Instead, they can interpret the results by analyzing the *behavior* of the system.

For example, an attacker might perform a SQL injection attack on the login form of a website that causes the system to respond with an error message. Although sensitive data is not returned, the attacker can figure out the database's structure based on the error. They can then use this information to craft attacks that will give them access to sensitive data or to take control of the system.

**Injection Prevention**

SQL queries are often programmed with the assumption that users will only input relevant information. For example, a login form that expects users to input their email address assumes the input will be formatted a certain way, such as *jdoe@domain.com*. Unfortunately, this isn’t always the case.

A key to preventing SQL injection attacks is to *escape* *user inputs*—preventing someone from inserting any code that a program isn't expecting.

There are several ways to escape user inputs:

* **Prepared statements**: a coding technique that executes SQL statements before passing them on to a database
* **Input sanitization**: programming that removes user input which could be interpreted as code.
* **Input validation**: programming that ensures user input meets a system's expectations.

Using a combination of these techniques can help prevent SQL injection attacks. In the security field, you might need to work closely with application developers to address vulnerabilities that can lead to SQL injections. [OWASP's SQL injection detection techniques](https://owasp.org/www-project-web-security-testing-guide/latest/4-Web_Application_Security_Testing/07-Input_Validation_Testing/05-Testing_for_SQL_Injection) is a useful resource if you're interested in investigating SQL injection vulnerabilities on your own.

**Key takeaways**

Many web applications retrieve data from databases using SQL, and injection attacks are quite common due to the popularity of the language. As is the case with other kinds of injection attacks, SQL injections are a result of unexpected user input. It's important to collaborate with app developers to help prevent these kinds of attacks by sharing your understanding of SQL injection techniques and the defenses that should be put in place.
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